
Homework 6
Due Thursday, October 25 by 10pm

Handout 8
CSCI 334: Fall 2018

Turn-In Instructions
For text response questions, provide a LATEX source file and pre-built PDF. For example, for question 1,
provide both “q1.tex” and “q1.pdf” files. For full credit, your LATEX file should build properly. Be sure to
git add all necessary files (e.g., images) if your LATEX depends on it.

For each coding question in this assignment, create a project directory. For example, the source directory
for question 2 should be in a folder called “q2”. You should be able to cd into this directory and then
run the program by typing the command “dotnet run”. Each program should be split into two pieces: a
“Program.fs” file that contains the main method and associated program-startup routines (like argument
parsers), and another “Library.fs” file that contains the function(s) of interest in the question. All library
code should be in a module named “CS334”. Be sure to provide usage output (defined in main) for all
programs when run without arguments. For full credit, your program should both build and run correctly.

Turn in your work using the Github repository assigned to you. The name of the Github repository will have
the form cs334hw6_<your user name>. For example, my repository would be cs334hw6_dbarowy. You
should have received an invite to commit in the repository in your email. If you did not receive this email,
please contact me right away!

A good way to check that you submitted your assignment correctly is to git clone your repository to a
new folder and then try building/running everything.

Honor code: You may collaborate with one or more people on this assignment, but you may not write code
together. All submitted work must be your own original work. If you work with a partner, please submit a
collaborators.txt file that includes their names.

This assignment is due on Thursday, October 25 by 10pm.

Reading

1. (Required) “A Brief Introduction to F#”

Problems

Q1. (10 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . F# Types
Explain the F# type for each of the following function declarations:

(a) let a x y = x + y / 2.0
(b) let b(x,y) = x + y / 2.0
(c) let c f = fun y -> f y
(d) let d f x = f (f x)
(e) let e x y b = if b y then x else y

Since you can (and should) simply type these expressions into the fsharpi interpreter to determine
the type, be sure to write a brief explanation to demonstrate that you understand why the function
has the type you give. A good explanation says something like “a is a function that takes as input ...
and it returns as output ...”, being careful to explain what each of those inputs and outputs are. In
particular, be sure to explain why each input and output has the type inferred by fsharpi.
Your LATEX file for this problem should be called “q1.tex”.



Q2. (10 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . Sum of Squares
Define a function sumSquares(n: int) : int that, given a nonnegative integer n, returns the sum
of the squares of the numbers from 1 to n:

> sumSquares 4;;
val it : int = 30

> sumSquares 5;;
val it : int = 55

The project directory for this question should be called “q2”. You should be able to run your program
on the command line by typing, for example, “dotnet run 4”.

Q3. (10 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . List duplication
Define a function listDup(e: 'a)(n: int) : 'a list that takes an element, e, of any type, and a
non-negative number, n, and returns a list with n copies of e:

> listDup "moo" 4;;
val it : string list = ["moo"; "moo"; "moo"; "moo"]
> listDup 1 2;;
val it : int list = [1; 1]
> listDup (listDup "cow" 2) 2);;
val it : string list list = [["cow"; "cow"]; ["cow"; "cow"]]

The project directory for this question should be called “q3”. You should be able to run your program
on the command line by typing, for example, “dotnet run moo 4”.

Q4. (20 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . Peanut Butter and Jelly
pbj(n: int) : string is a function that returns a sentence , which is a string composed of a
sequence of words. n is a positive, nonzero integer supplied by the user. For each consecutive integer
between 1 and n, pbj either appends the empty string to its output or a word. A word is a string that
contains the substring “peanutbutter” if n is evenly divisible by 3; it contains the substring “jelly”
if n is evenly divisible by 5. Each outputted word in the final sentence should be separated by a single
space character. The entire sentence must end with the word “time” and a “.” character. Finally, use
recursion to solve this problem.
For example, pbj 1 should return “time.”, pbj 3 should return “peanutbutter time.”, and pbj 5
should return “peanutbutter jelly time.”
The project directory for this question should be called “q4”. You should be able to run your program
on the command line by typing, for example, “dotnet run 10”.

Q5. (30 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . Zipping and Unzipping
(a) Write a function zip(xs: 'a list)(ys: 'b list) : ('a * 'b) list that computes the prod-

uct of two lists of arbitrary length. You should use pattern matching to define this function:

> zip [1;3;5;7] ["a";"b";"c";"d"];;
val it : (int * string) list = [(1, "a"); (3, "b"); (5, "c"); (7, "d")]

When one list is longer than the other, repeatedly pair elements from the longer list with the last
element of the shorter list.

> zip [1;3] ["a";"b";"c";"d"];;
val it : (int * string) list = [(1, "a"); (3, "b"); (3, "c"); (3, "d")]



In the event that one or both lists are completely empty, return the empty list. Note that in
fsharpi, calling the function as below will produce an error because F# cannot determine the
type of the element of an empty list.

> zip [1;3;5;7] [];;

zip [1;3;5;7] [];;
^^^^^^^^^^^^^^^^

code/stdin(14,1): error FS0030: Value restriction. The value 'it'
has been inferred to have generic type

val it : ((int * int * int * int) * '_a) list
Either define 'it' as a simple data term, make it a function with
explicit arguments or, if you do not intend for it to be generic,
add a type annotation.

To make empty lists work, explicitly provide a type for the return value.

> let xs : (int * int) list = zip [1;3;5;7] [];;
val xs : (int * int) list = []

(b) Write the inverse function, unzip(xs: ('a * 'b) list) : 'a list * 'b list, which behaves
as follows:
> unzip [(1,"a"); (3,"b") ;(5,"c"); (7,"de")];;
val it : int list * string list = ([1; 3; 5; 7], ["a"; "b"; "c"; "de"])

(c) Write zip3(xs: 'a list)(ys: 'b list)(zs: 'c list) : ('a * 'b * 'c) list, that zips
three lists.
> zip3 [1;3;5;7] ["a";"b";"c";"de"] [1;2;3;4];;
val it : (int * string * int) list =
[(1, "a", 1); (3, "b", 2); (5, "c", 3); (7, "de", 4)]

You must use zip in your definition of zip3.
(d) Provide a main function that exercises all of the above cases, plus a few more that you think of

yourself.
(e) Why can’t you write a function zip_any that takes a list of any number of lists and zips them into

tuples? From the first part of this question it should be clear that for any fixed n, one can write
a function zipn. The difficulty here is to write a single function that works for all n. In other
words, can we write a single function zip_any such that zip_any [list1;list2;...;listk]
returns a list of k-tuples no matter what k is? Answer this question as a comment in the code.

The project directory for this question should be called “q5”. You should be able to run this program
using “dotnet run” without any additional arguments.

Q6. (20 points) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . Reduction Proof
A garbage collection algorithm performs automatic cleanup of unused memory in a program. Modern
programming language runtimes routinely perform garbage collection in order to dramatically simplify
memory management. Garbage has the following definition.

At a given point i in the execution of a program P , a memory location m is garbage if
continued execution of P from i does not access location m again.

Nonetheless, garbage collection using the above definition of garbage is not computable. Instead,
languages solve a simpler problem by using a slightly different definition of garbage:

At a given point i in the execution of a program P , a memory location m is definitely garbage
if continued execution of P from i cannot access location m again.



McCarthy’s “mark sweep” algorithm uses this latter definition, because it only reclaims memory that
is impossible to re-read.
Prove that garbage collection using the first definition is not computable. Your proof should use
proof-by-reduction (and more specifically, reductio ad absurdum).
Start by assuming that you have the following isGarbage function available in the standard library of
the programming language of your choice.

boolean isGarbage(String p, String m, int i)

Calling isGarbage with the source code for program text p, variable name m, and line number i has
the following behavior.

isGarbage(p, m, i) returns true if m is garbage at line i of program p.
isGarbage(p, m, i) returns false otherwise.

For simplicity, you may assume that p has no function definitions inside it. In other words, it’s the
kind of code you can put inside another function without running afoul of your language’s syntax rules.
The LATEX file for this question should be called “q6.tex”.


